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Abstract

One of the key cryptographic primitives behind various constructions, including privacy-preserving authentication [1], short signature schemes [2], and zero-knowledge proofs [3] is the bilinear mapping technique that uses pairings over elliptic curves. Initially used in cryptography to break the discrete logarithm problem in the group of points of some elliptic curves [4], pairings are now considered to be one of the most suitable mathematical tools to design secure and efficient cryptographic protocols.

This paper provides an introduction to Pairing Based Cryptography (PBC), explains which elliptic curves are suitable for PBC and discusses existing PBC libraries. An extended list of references is also provided.

1 Introduction

The cryptography relying on pairings is known under the generic term of “pairing-based cryptography” (or PBC for short). PBC has been studied extensively [5], because it has many beautiful and elegant properties and one powerful argument that can support the use of PBC is verifiable computation. A client can outsource a complicated task to a server in the cloud and get back the results. To convince the client that the computation is correct the server may include a non-interactive argument of correctness with the result.

The authors in [6] found an insightful construction with a common reference string for proving arithmetic circuit satisfiability. Useful work on implementation has followed the above theoretical advances, e.g. in virtual currencies such as Pinocchio coin [7] and Zcash [8]. However, the benefit of using PBC, compared to traditional constructions, comes with a price: for most of the people involved in implementation, it is difficult to understand the pairing computation and there are few industrial products being integrated with pairing-based cryptosystems.

The paper is organized as follows: bilinear pairings are introduced in section 2. Relevant properties of pairing-friendly elliptic curves are reviewed in section 3. Section 4 presents several PBC libraries. This is followed by concluding remarks in section 5.
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Table 1 shows a list of elliptic curve (EC) and PBC cryptographic primitives. A checkmark ✓ denotes that the cryptographic primitive can be implemented, while an × denotes that it cannot.

<table>
<thead>
<tr>
<th></th>
<th>Standard EC Crypto</th>
<th>PBC</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multisignature</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Threshold Signature</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Aggregate Signature</td>
<td>×</td>
<td>✓</td>
</tr>
<tr>
<td>ZKP in Log. Setting</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>ZKP in Pairing Setting</td>
<td>×</td>
<td>✓</td>
</tr>
<tr>
<td>Partially Homomorphic Encryption</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Somewhat Homomorphic Encryption</td>
<td>×</td>
<td>✓</td>
</tr>
</tbody>
</table>

Table 1: A non-exhaustive survey of EC and PBC cryptographic primitives.

2 PBC In a Nutshell

A pairing is a function that takes a pair of two points on an elliptic curve and outputs an element in a finite field. The pairings we consider are also bilinear. This means that the pairing map preserves the additive structure of the elliptic curve, and carries it over into the finite field. For example,

\[ e(P_1 + P_2, Q) = e(P_1, Q) \cdot e(P_2, Q) \]

Where the \( \cdot \) symbol denotes multiplication in the finite field. \( P_1, P_2 \) and \( Q \) are elements of the additive groups of elliptic curves defined over finite fields. More precisely,

\[ e : G_1 \times G_2 \rightarrow G_3 \]

Where the groups \( G_1 \) and \( G_2 \) are subgroups or quotient groups of an elliptic curve defined over a finite field \( \mathbb{F}_p \) or one of its extensions and \( G_3 \) is a subgroup or a quotient group of \( \mathbb{F}_p^* \) where \( k \) is called the embedding degree. Therefore, PBC is working with elements that are defined over the finite base field \( \mathbb{F}_p \) (its parameters have size \( O(\log p) \) bits) and elements defined over the extension field \( \mathbb{F}_{p^k} \) (its parameters have size \( O(k \log p) \) bits).

A suitable pairing for cryptographic applications requires that the discrete logarithm problem is sufficiently difficult on these three groups. The security of pairings defined over \( \mathbb{F}_p \) having embedding degree \( k \) and group order \( r \) is determined by:

1. The cost of the discrete logarithm problem (DLP) on an order \( r \) subgroup or quotient group of an elliptic curve defined over \( \mathbb{F}_p \) (the curve side);
2. The cost of DLP in a quotient of the multiplicative group \( \mathbb{F}_{p^k}^* \) (the finite field side).

The security evaluation on the curve is simple: if \( s \) is the desired level of security, we select \( r \) such that \( \log_2 r \geq 2s \) because of Pollard’s rho algorithm \([9]\) (and by consequence, \( \log_2 p \geq 2s \)). Table 2 shows the parameter size for recommended security level adapted from \([10]\).

To actually implement any pairing-based cryptographic protocol, it is necessary to also choose a specific pairing function \( e \). The two most commonly used pairings are the Well and Tate pairings.

---

*Partially Homomorphic Encryption allows only one type of operation with an unlimited number of times (i.e. no bound on the number of usages).
†Somewhat Homomorphic Encryption (SWHE) allows some types of operations with a limited number of times.
but researchers have discovered several new pairings. However, we note that various pairings are not interchangeable; the Eta pairing can only be defined for supersingular curves. Hence, the choice of pairing (and elliptic curve) is important and pairings should not be treated as "black boxes".

While PBC is an emerging technology, with active research and development, PBC security has generated a large volume of research - many references can be found in [11]. So far, research has found that PBC maintains the same level of security when compared with standard elliptic curve cryptography.

### 3 Friendly-PBC Curves

Although in theory pairings exist for any elliptic curve, in practice there are curves whose pairings are not suitable for cryptographic applications. Associated to each elliptic curve, there is a parameter that can be calculated and is known as the embedding degree $k$. This embedding degree represents the difficulty of turning an elliptic curve system into a classical discrete logarithm system. More precisely, we should talk about the embedding degree of a subgroup of an elliptic curve.

To efficiently implement pairings for use in cryptography, we need $k$ to be relatively small, certainly less than 100. Regular elliptic curve constructions are designed primarily for digital signatures and have very large $k$. In fact, $k$ is usually about the same size as $p$.

The elliptic curve secp256k1, which is used in Bitcoin and Ethereum [12], has a 256 bits $k$ value [13],

$$k = 192986815395526992372618308347813175472927379845817397100860523586360249056$$

This makes PBC implementations impractical over secp256k1.

For PBC, it is desired to have elliptic curve $E$ over $\mathbb{F}_q$ such that:

- There is a large prime $r$ dividing $E(\mathbb{F}_p)$, with $\gcd(r,p) = 1$.
- The discrete logarithm problem in $E(\mathbb{F}_p)[r]$ is hard;
- The discrete logarithm problem in $\mathbb{F}_p^*$ is hard;
- Computation in $E(\mathbb{F}_p)$ and $\mathbb{F}_p^*$ is efficient;
- Elements of $E(\mathbb{F}_p)[r]$ and $\mathbb{F}_p^*$ can be represented

Elliptic curves with these properties are called pairing-friendly curves. Note that the conditions are incompatible: for the DLP in $\mathbb{F}_p^*$ to be hard it is necessary that $p^k$ be large (say, at least 3000 bits) to resist index calculus attacks, whereas to represent elements of $\mathbb{F}_p^*$ compactly we would like $p^k$ to be small. Luckily, there is a large amount of literature on pairing-friendly elliptic curves and we can use techniques such as those described in [14] for constructing curves of a given embedding degree.

Freeman, Scott and Teske [14] propose the following classification of pairing-friendly elliptic curve to navigate through the forest of constructions:

<table>
<thead>
<tr>
<th>Security level $s$ (bits)</th>
<th>Group order $r$ (bits)</th>
<th>$p^k$ (bits)</th>
</tr>
</thead>
<tbody>
<tr>
<td>80</td>
<td>160</td>
<td>960-1280</td>
</tr>
<tr>
<td>128</td>
<td>256</td>
<td>3000-5000</td>
</tr>
<tr>
<td>256</td>
<td>512</td>
<td>14000-18000</td>
</tr>
</tbody>
</table>

Table 2: Recommended security levels. As with secp256k1, the security level is 128 bits.
Curves not in families. The constructions are based on the complex multiplication method [15]. The algorithm takes as input a prime power \( p \) and an integer \( n \), and constructs an elliptic curve over \( \mathbb{F}_p \) with \( n \) points.

Families of curves. These methods produce polynomials \( p(x) \) and \( r(x) \) such that if \( p(x_0) \) is a prime power for some value \( x_0 \in \mathbb{Z} \), there is an elliptic curve \( E \) over \( \mathbb{F}_{p(x_0)} \) with a subgroup of order \( r(x_0) \) and embedding degree \( k \) with respect to \( r_0 \). Parametric families have the advantage that the sizes of the finite field and the prime-order subgroup can be varied by specifying \( x_0 \).

We will now briefly describe the most popular families of pairing friendly curves.

A Barreto-Naehrig (BN) curve [16] is an elliptic curve \( E \) defined over a finite field \( \mathbb{F}_p \), \( p > 5 \), such that its order \( r \) and \( p \) are prime numbers parametrized by

\[
\begin{align*}
    r(x) &= 36x^4 + 36x^3 + 18x^2 + 6x + 1 \\
    p(x) &= 36x^4 + 36x^3 + 24x^2 + 6x + 1
\end{align*}
\]

BN curves have an equation of the form

\[
y^2 = x^3 + b
\]

where \( b \in \mathbb{F}_p^* \). BN curves have an embedding degree equal to 12.

A Barreto-Lynn-Scott curve (BSL) [17] is also defined over a parametrized prime field \( \mathbb{F}_p \) by an equation of the form

\[
y^2 = x^3 + b
\]

BLS curves are available for different embedding degrees. The parametrizations with \( k = 12 \) are given by

\[
\begin{align*}
    r(x) &= x^4 - x^2 + 1 \\
    p(x) &= \frac{(x - 1)^2(x^4 - x^2 + 1)}{3} + x
\end{align*}
\]

A Kachia-Schaefer-Scott curve (KSS) [18] is also available for different embedding degrees. If the required embedding degree is 18, this is very similar to BLS curves.

4 PBC Libraries

There are numerous libraries and software frameworks to compute cryptographic pairings and related arithmetic operations in the groups. The interested reader may consult [19] for a list of PBC libraries. In this section, we briefly introduce three of them: Pairing-Based Cryptography library [20], MIRACL Cryptographic SDK [21] and RELIC [22].

The Pairing-Based Cryptography library is a free C library built on the GMP library, which performs the mathematical operations underlying PBC cryptosystems. The library is designed to be the backbone of implementations of pairing-based cryptosystems. It provides routines such as elliptic curve generation, elliptic curve arithmetic and pairing computations. Pairing times are reasonable and the C language enables implementation in many environments and operating systems. The set of functions is abstract enough that the library can be used even if the programmer possesses only an elementary understanding of pairings.

MIRACL Crypto SDK is a software library written in C/C++ which is widely recognized by developers as the best open source standard for elliptic curve cryptography and is used for studies requiring high performance. MIRACL provides PBC primitives. Since 2011, the library is commercial.
RELIC is a cryptographic tool with emphasis on efficiency and flexibility. It can be used to build efficient and usable cryptographic toolkits tailored for specific security levels and algorithmic choices. RELIC operates under the LGPL license. In terms of PBC, RELIC implements several types of pairings and pairing-based protocols, including pairings over Barreto-Naehrig curves and other parameterized curves at different security levels.

5 Summary

As we have seen, PBC has much to offer. Pairing-based schemes, such as aggregate signature, provide special properties that cannot be provided through traditional PKI in a straightforward way. Therefore, PBC schemes would make a useful addition to the cryptographic toolkit of many blockchain platforms.
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